**Finding Numbers in a Haystack**

In this assignment you will read through and parse a file with text and numbers. You will extract all the numbers in the file and compute the sum of the numbers.

**Data Files**

We provide two files for this assignment. One is a sample file where we give you the sum for your testing and the other is the actual data you need to process for the assignment.

* Sample data: <http://py4e-data.dr-chuck.net/regex_sum_42.txt> (There are 90 values with a sum=445833)
* Actual data: <http://py4e-data.dr-chuck.net/regex_sum_902457.txt> (There are 54 values and the sum ends with 572)

These links open in a new window. Make sure to save the file into the same folder as you will be writing your Python program. **Note:** Each student will have a distinct data file for the assignment - so only use your own data file for analysis.

**Data Format**

The file contains much of the text from the introduction of the textbook except that random numbers are inserted throughout the text. Here is a sample of the output you might see:

Why should you learn to write programs? 7746

12 1929 8827

Writing programs (or programming) is a very creative

7 and rewarding activity. You can write programs for

many reasons, ranging from making your living to solving

8837 a difficult data analysis problem to having fun to helping 128

someone else solve a problem. This book assumes that

everyone needs to know how to program ...

The sum for the sample text above is **27486**. The numbers can appear anywhere in the line. There can be any number of numbers in each line (including none).

**Handling The Data**

The basic outline of this problem is to read the file, look for integers using the **re.findall()**, looking for a regular expression of **'[0-9]+'** and then converting the extracted strings to integers and summing up the integers.

**Turn in Assignent**

Top of Form

Enter the sum from the actual data and your Python code below:  
Sum: ![](data:image/x-wmf;base64,183GmgAAAAAAAIwAHgB4AAAAAAD7VwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4AjAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAIoACQAAAB0GIQDwAAIAigAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAIgAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAiQAJAAAAHQYhAPAAAQCHABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAhgACAAMABQAAAAsCAAAAAAUAAAAMAh4AjAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwCJABsABAAAACcB//8DAAAAAAA=)(ends with 572)

Bottom of Form

Top of Form

Python code:  
![](data:image/x-wmf;base64,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)

Bottom of Form

**Optional: Just for Fun**

There are a number of different ways to approach this problem. While we don't recommend trying to write the most compact code possible, it can sometimes be a fun exercise. Here is a a redacted version of two-line version of this program using list comprehension:

Python 2

import re

print sum( [ \*\*\*\*\*\* \*\*\* \* in \*\*\*\*\*\*\*\*\*\*('[0-9]+',\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*.read()) ] )

Python 3:

import re

print( sum( [ \*\*\*\*\*\* \*\*\* \* in \*\*\*\*\*\*\*\*\*\*('[0-9]+',\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*.read()) ] ) )

Please don't waste a lot of time trying to figure out the shortest solution until you have completed the homework. List comprehension is mentioned in Chapter 10 and the **read()** method is covered in Chapter 7.